Design and Implementation of Self-tuning Control Method for the Underwater Spherical Robot
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Abstract— Considering the complicated disturbance in underwater circumstance, usually it is difficult to solve the control problem when the robot changes its motion state or it is subject to ocean currents, its performance deteriorates since the fixed set of parameters is no longer valid for the new conditions. Thus, in this paper, an auto-tune PID (Proportional + Integral + Derivative)-like controller based on Neural Networks is applied to our amphibious spherical underwater robot, which has a great advantage on processing online for the robot due to their nonlinear dynamics. The Neural Networks (NN) plays the role of automatically estimating the suitable set of PID gains that achieves stability of the system. The NN adjusts online the controller gains that attain the smaller position tracking error. The performance of the NN-based controller is investigated in ADAMS and MATLAB cooperative simulation. The velocity of the spherical robot can be controlled to precisely track desired trajectory in body-fixed coordinate system. Additionally, real time experiments on our underwater spherical robot are conducted to show the effectiveness of the algorithm.
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I. INTRODUCTION

Underwater robots have been widely used in many subsea tasks, ranging from ocean inspection to repair of underwater structures related mainly to the power and oil industry. Very often, according to the task, the underwater robot is required to continuously change its operating tool or to pick up and release loads causing a change in behaviour [1]-[10]. That results as an inherent change in its weight, buoyancy and hydrodynamic forces; and as a consequence, a decrease in the position tracking performance. In addition, underwater robots have to deal with the highly dynamical underwater environment represented in the form of ocean currents and waves in shallow water. With this in mind, when the dynamic characteristics of the system are time dependent or the operating conditions of the system vary, it is necessary to re-tune the gains to obtain the desired performance, resulting in time consumption.

As a traditional method, conventional PID controller is simple and practical, but has the disadvantage of the difficulty of adjusting parameter online [11]. NN control theory has been widely used in underwater control system. A 3-layer NN controller has been constructed for underwater robot by Yuh [12], and based on this, Lorenz [13] does research upon an underwater robot of moving up and down. Neutral network control has the strong ability of information integration and complex system control. But neutral network also has some weakness which restricts its development. For instance, it has a slow convergence rate and a long training time, which couldn’t be accepted by most control system. Also, traditional neutral network doesn’t satisfy the performance index of a control system, including fast response, less overshoot and so on.

Consequently, a variety of motion control methods have been proposed and the intelligent control techniques include PID control, fuzzy control, adaptive control, neural network control, or a mix of them. Research [14]-[16] present systems with a mix of neural networks and fuzzy control in which the training and rules of behaviour are based on the desired states. Their performance is described as accurate when uncertainty and perturbations take place while performing a trajectory. Although the training periods are extremely long, there are also combinations of PID controls and a smart system aimed to auto-tune the gains of different systems such as [17]-[22].

In this paper, an auto-tune PID-like controller based on an online NN is implemented on our spherical underwater robot; for trajectory tracking with unknown disturbances. Simulation results are given considering the non-linear hydrodynamics of robot; including disturbances of ocean currents. Real time experiments on spherical underwater robot are conducted to show the effectiveness of the proposed scheme. For the remaining sections of this paper in Section 2 the general system model of underwater robot and the effect of ocean currents are presented, Section 3 presents the neural network-based self-tuning PID control, Section 4 describes the co-simulation based on ADAMS and MATLAB and experimental results; Finally in Section 5 the conclusions and future works are provided.

II. MODELING OF THE SPHERICAL UNDERWATER ROBOT

As introduced in references [1]-[6], we developed an amphibious spherical robot capable of motion on land and underwater to perform complicated operations. The underwater movement mechanisms of this amphibious spherical robot are the same as those presented in previous
reports, by changing the directions and propulsive forces of its four water-jet propellers, the robot can not only move forward or backward but can also rotate clockwise or counter clockwise, with the ability to ascend, dive, or float in the underwater environment.

A. Kinematic model

We define an inertial coordinate frame with respect to the ground, denoted XYZ, to facilitate analysis of the spherical robot on the horizontal plane, as shown in Fig.1. The origin is at point O. The body coordinate axes XsYsZs are parallel to XYZ, respectively. The axes are attached to the sphere, with their origin at the center. The set of generalized coordinates describing the sphere consists of 1) the coordinates of the contact point O on the plane, and 2) any set of variables describing the orientation of the sphere [23]-[27].

![Fig.1 Coordinates setup of the amphibious spherical robot](image_url)

Let \( \xi_0, \eta_0, \) and \( \zeta_0 \) be the three projections of the body center point \( O \) onto the inertial coordinate frame and the vector components of the inertial coordinate frame. The position and orientation of the underwater spherical robot vector in earth fixed coordinate can be expressed by vectors \( \eta_1=(x,y,z) \) and \( \eta_2=(\phi,\theta,\psi) \) respectively, where \( x, y \) and \( z \) represent the Cartesian position in the Earth-fixed frame and \( \phi \) represents the roll angle, \( \theta \) the pitch angle and \( \psi \) the yaw angle. At the same time, the linear velocity and angular velocity of the underwater spherical robot in robot-fixed coordinate system can be expressed as \( \dot{v}_r=(u,v,w) \) and \( \omega_r=(p,q,r) \) respectively. In the inertial coordinate frame \( \{O\}, \)

\( \dot{v}_1 \) is the velocity of the robot, \( \omega \) is the angular velocity of robot, the projections of \( \dot{v}_1 \) onto the three axes of the body coordinate system \( \{O\} \) are \( \mu, v, \) and \( \omega \) respectively, and the projections of \( \omega_r \) onto the three axes of the body coordinate system \( \{O\} \) are \( p, q, \) and \( r \), respectively.

The relationship between velocities on the fixed and Equations are [28]

\[
\begin{bmatrix}
\dot{\xi}_0 \\
\dot{\eta}_0 \\
\dot{\zeta}_0
\end{bmatrix}
= \begin{bmatrix}
J_1(\eta_1) & 0 & \dot{v}_1 \\
0 & J_2(\eta_2) & \dot{v}_2
\end{bmatrix}
\]

where \( J_1(\eta_1) \) is the transformation matrix which related to the function of Euler angles, and can be expressed as [30].

\[
J_1(\eta_1) = \begin{bmatrix}
\cos \theta \cos \psi - \sin \theta \sin \psi \\
\cos \theta \sin \psi + \sin \theta \cos \psi \\
-\sin \theta \\n\end{bmatrix}
\]

\[
J_2(\eta_2) = \begin{bmatrix}
\cos \theta \cos \phi - \sin \theta \sin \phi \\
\cos \theta \sin \phi + \sin \theta \cos \phi \\
-\sin \theta \\n\end{bmatrix}
\]

where \( s(\cdot) = \sin(\cdot), \ c(\cdot) = \cos(\cdot), \) and \( J_2(\eta_2) \) can be expressed as:

\[
J_2(\eta_2) = \begin{bmatrix}
1 \ \sin \phi \tan \theta & \cos \phi \tan \theta \\
0 & \cos \phi & -\sin \phi \\
0 & \sin \phi / \cos \phi & \cos \phi / \cos \theta
\end{bmatrix}
\]

(3)

The components of the driving forces and diving torque in the body coordinate system \( \{O\} \) are \( F_{Tx}, F_{Ty}, \) and \( F_{Tz}, M_{Tx}, M_{Ty}, \) and \( M_{Tz}, \) respectively. The external resultant force and external resultant torque of the robot when underwater are given below:

\[
F = F_d + B + G + \sum_i^n F_{Gi}
\]

(4)

\[
M = M_d + M_g + \sum_i^n M_{Gi}
\]

(5)

where \( F_d \) is the drag force of water, \( B \) is the buoyancy force, \( G \) is force due to gravity, \( F_{Gi} \) is the actuation force of the water-jet propeller, and the \( M \) terms are the corresponding moments.

B. Hydrodynamic Model

Hydrodynamic forces and moments are one of the main causes of damping, and equations of motion expressed on the Equation [8]

\[
M \dot{v} + C(v) \dot{v} + D(v) v + G(\eta) = r
\]

(6)

\[
\dot{\eta} = J(\eta) v
\]

(7)

where \( M \) denotes the inertial matrix (including the added mass), \( C \) is the Coriolis matrix and centripetal forces (including the effects of added mass), \( D \) refers to the damping matrix, \( G \) represents the vector of gravitational forces, and \( r \) is the input control vector.

C. Ocean currents

Ocean current is generated by wind, tides, variation of densities and re-circulation of water, among others. The main objective of this work is not to generate a detailed report of this phenomena; nevertheless, it is appropriate to highlight the model of induced ocean currents. In the previous work, the equations of motion are represented in terms of relative velocity of the vehicle and the currents,

\[
\dot{v}_r = v - v_{Cl}
\]

(8)

where \( v_{Cl} = [u_c \ v_c \ w_c \ 0 \ 0 \ 0]^T \) is a non-rotational vector of the current velocity according to Equation (1). Note that the linear velocity on the fixed frame can be transformed to linear velocity in the equation by applying the elemental rotation matrices. Let \( [u^e_c \ v^e_c \ w^e_c]^T \) be the current velocity referenced to the Earth-fixed frame. Then the components of the linear velocity on the equation are calculated as follows,

\[
\begin{bmatrix}
u_c \\
v_c \\
w_c
\end{bmatrix}
= J^T(\eta_1) \begin{bmatrix}
u^e_c \\
v^e_c \\
w^e_c
\end{bmatrix}
\]

(9)

Suppose the current velocity in the equation as constant or at least with a minimum variation, so that:

\[
\dot{v}_{Cl} = 0 \rightarrow \dot{v}_r = v
\]

(10)

Then, the relative equations of motion become:
\[ M \ddot{v} + C(v, \dot{v}) \dot{v} + D(v, \dot{v}) v + G(\eta) = \tau \] (11)

Now, the current velocity in the Earth-fixed frame \( u^C \) can be related to the mean velocity of the current \( V_C \) through two angles: \( \alpha \) (angle of attack), \( \beta \) (sideways angle), describing the orientation of \( v_{CI} \) around the axes \( y \) and \( z \) respectively as follows:

\[ u^C = V_C \cos(\alpha) \cos(\beta) \] (12)
\[ v^C = V_C \sin(\beta) \] (13)
\[ w^C = V_C \sin(\alpha) \cos(\beta) \] (14)

where \( V_C \) is the average current velocity in the earth-fixed reference frame.

### III. SELF-TUNING NEURAL NETWORK FOR PID CONTROL

The tuning of PID (Proportional + Integral + Derivative) controllers depends on adjusting its parameters \( (K_p, K_i, K_d) \), so that the performance of the system under control becomes robust and accurate according to the established performance criteria. The proposed auto-tuning algorithm is based on NN which exhibit the characteristics such as parallelism and generalization, non-linearity, adaptability and fault tolerance.

A block diagram of the auto-tuning control with artificial neural network (NN) is shown in Fig.2 [28].

![Fig.2 Block diagram of an auto-tuned PID control](image)

The algorithm used as auto-tuning is the back propagation method, chosen for its ability to adapt to changing environments. Operation begins applying the inputs to the network (see Fig.3), this is propagated from the first layer to the hidden layers in, up to produce an output \( (K_p, K_i, K_d) \). The output signal is compared to the desired signal and an error signal is calculated for each of the outputs, this is shown in Fig. 2. The error outputs back propagate, starting from the output layer, to all neurons in the hidden layer that contribute directly to the output; however, the hidden layer neurons receive only a fraction of the total error signal. This process repeats iteratively, layer by layer, until all neurons in the network has received an error signal describing its relative contribution to the total error.

Figure 3 presents the topology of the NN used to auto-tune the PID control gains implemented on the ROV. Its structure shows seven neurons on the input layer, three neurons on the hidden layer, and finally another three neurons on the output layer. The neurons placed on the output layer correspond to the PID gains: \( K_p, K_i, K_d \).

![Fig.3 Block diagram of the implemented back propagation NN](image)

where \( u(n) \) and \( u(n-1) \) are reference inputs (desired trajectory), \( y(n) \) and \( y(n-1) \) are reference outputs (real trajectory), \( c(n) \) and \( c(n-1) \) correspond to the control signals, \( a_{ji} \) are the weights of the hidden layer, and \( v_j \) are the weights of the output layer.

The back-propagation algorithm looks for the minimum of the error function in weight space using the method of gradient descent. The combination of weights which minimizes the error function is considered to be a solution of the learning problem, the output layer neuron value will be expressed as:

\[ u(n) = 1/1 + e^{-r} \] (15)

where \( r = \sum v^i_j h^j_i \), \( h^j_i = 1/1 + e^{-S_j} \), \( S_j = \sum w_{ji} x_i \)

The criteria used to minimize the error as following [27]:

\[ E(n) = \frac{1}{2} \sum (y_j(n) - y_j(n))^2 \] (16)

The minimization procedure consists, as it is known, in a movement in the negative gradient direction of the function \( E(n) \) with respect to the weighting coefficients \( v_{ji} \) and \( a_{ji} \). The weighting coefficients of the input layer are

\[ \frac{\partial E(n)}{\partial v_{ji}} = -\delta^i_j x_i \frac{\partial e_j}{\partial e_i} \] (17)

The weighting coefficient of the hidden layer are

\[ \frac{\partial E(n)}{\partial a_{ji}} = -\delta^j_i x_i \frac{\partial e_j}{\partial e_i} \] (18)

Using Equations (17) and (18), the adjustments of weighting coefficients \( v_{ji} \) (Equation (19)), \( a_{ji} \) (Equation (20)) can be made by means of the expressions:

\[ v_{ji}(n+1) = v_{ji}(n) + \left( a \frac{\partial e_j}{\partial e_i} \right) \delta^i_j h_j \] (19)
\[ a_{ji}(n+1) = a_{ji}(n) + \left( a \frac{\partial e_j}{\partial e_i} \right) \delta^j_i x_j \] (20)

where \( a \) is the learning coefficient, \( \delta^i_j (n+1) \) is a vector of weights for the hidden layer, \( \delta^j_i (n+1) \) is the vector of weights of the output layer and equivalent gain \( \frac{\partial e_j}{\partial e_i} \) is unknown.

### IV. NUMERICAL SIMULATION AND EXPERIMENTAL RESULTS

#### A. Co-Simulation and Analysis of Underwater Motion
The auto-tuned PID was evaluated using ADAMS and MATLAB/SIMULINK software, firstly, three-dimensional model of the robot was imported from SolidWorks, then applied the mathematical model of robot, next the force model and underwater motion of the robot was set up in ADAMS, and then the integrated co-simulation system was constructed in MATLAB/SIMULINK. Fig.4 showed the construction of the co-simulation system. In this system MATLAB software solved the control strategy like PID or auto-PID, while ADAMS software provided the model of dynamics of mechanical system.

![Co-simulation system](image)

**Fig.4 The construction of co-simulation system**

We assume that the amphibious spherical robot is moving in water, perturbed by water currents of considerable intensity. The first perturbation takes place and its magnitude is $V_c = 0.001$ m/s with orientation of $a = 0$ and $b = 0$, and the second perturbation goes with a magnitude of $V_c = 0.001$ m/s and an orientation of $a = 0$ and $b = \pi/2$, as set in Equation (15)-(17).

We take the origin of the virtual prototype vector coordinate system as the origin of the ground coordinate system (0, 0, 0), select the point (500, 300, -80) as the target point of the robot motion. By trial and error method, three parameters of the PID control are set up to make the algorithm converge, combining MATLAB and ADAMS simulation at the same time, we observe the motion of robot in real-time. Then through mathematical operation, the moving trajectory of the centroid of robot in different directions are shown in Fig.5 (a), and the attitude angle in three different directions of robot are shown in Fig.6 (a). In order to demonstrate the effectiveness of the designed neutral network-based self-tuning PID control method, we also simulated the underwater motion with traditional PID control, the moving trajectory results and the attitude angle results are shown in Fig. 6 (b) and Fig. 7 (b).

![Displacement curve of the centroid in different directions](image)

**Fig.5 Displacement curve of the centroid in different directions**

(a) NN-based self-tuning PID control

(b) PID control

![Vibration amplitude during underwater motion](image)

**Fig.6 Vibration amplitude during underwater motion**

(a) NN-based self-tuning PID control

(b) PID control

By obtaining the displacement and time curve of centroid of robot, we measured the final location coordinate of the centroid of robot is (501, 295, -78) when applied neutral network-based self-tuning PID control, the motion errors of robot in three directions about 0.02%, 1.67% and 2.5%, respectively. However, when applied traditional PID control, the final location coordinate of the centroid of robot is (495, 290, -74.6), the motion errors of robot in three directions about 1.0%, 3.33% and 6.7%, respectively. So the NN-based self-tuning PID has better performance than the traditional PID, especially for vertical motion. For the attitude angle of robot, the maximum yawing angle of the NN-based self-tuning PID is less than one of the traditional PID. Additionally, the variety of the pitching angle and rolling angle of NN-based self-tuning PID control is less than the results with traditional PID control. For these reasons, it is feasible to conclude that the NN-based self-tuning PID control has better performance, and the NN-based self-tuning PID control algorithm could satisfy the requirement of underwater movement in precision.

The next set of Fig.7 indicate the gains ($K_p$, $K_i$, $K_d$) obtained by the neural network in the direction of Z. As can be see, neurons start working from time zero since they absorbed the first perturbation in length, and respond to the abrupt change presented when the second perturbation is introduced, thus allowing change of the neural network in order to compensate for the lack of gains in the DOF corresponding to the alterations.
B. Experimental Results and Analysis of Underwater Motion

To evaluate the improved amphibious spherical robot, we carried out several underwater experiments by using the NN-based self-tuning PID control method with and without disturbances in a pool, which was also done using the traditional PID control method. These experiments were carried out in a same pool and each one was repeated twenty times. Control signals directed the robot along the desired trajectory, and the robot was programmed to move forward in a distance of 3m in a pool. The displacement distance and the attitude angle were measured by a ruler and an IMU sensor. Fig. 8 shows a video sequence of the horizontal forward underwater motion without disturbances, in which one pair of water-jet propellers provided the same propulsive forces, and the yawing angle was used as feedback data for the control algorithm. We recorded the time and the displacement in the forward motion experiment, and calculated the average velocity. Fig. 9 and Fig. 10 shows the trajectory tracking result and yawing angle of NN-Based Self-Tuning PID controller vs PID without disturbances. Fig. 11 and Fig. 12 shows the trajectory tracking result and yawing angle of NN-Based Self-Tuning PID controller vs PID with disturbances.

As we can see from Figures 9 and 11, when the robot complete underwater horizontal forward motion without disturbances, the final trajectory were basically along the initial setting with NN-based self-tuning PID control method and the traditional PID control method, and the yawing angle of robot within the scope of our requirements. However, when the robot complete underwater horizontal forward motion with disturbances, we compared the experimental results with NN-based self-tuning PID and the traditional PID, as shown in Figures 10 and 12, of which the maximum error of trajectory tracking was about 70cm for traditional PID. For the NN-based self-tuning PID control method, we could see that the position error was greatly reduced and the maximum error was about 30cm. The maximum error of yawing angle was about 5.2deg with traditional PID control method, however, for the NN-based self-tuning PID control method, the position error was greatly reduced and the maximum error was about 2.7deg. Consequently, the NN-based self-tuning PID was more helpful in improving the control accuracy of robot when swimming underwater with some disturbances.

V. CONCLUSIONS AND FUTURE WORK
The actual work presents the development of a control algorithm to automatically tune the gains of a PID control, based on a neural network. The control algorithm was implemented on our amphibious spherical robot for trajectory tracking with unknown disturbances. The algorithm performance was evaluated in two instances: a numerical simulation and implemented on the underwater spherical robot in real-time. The numerical simulation took place with the non-linear hydrodynamics of robot; including disturbances of ocean currents in different directions. In order to validate in real-time the auto-tuned PID control. A comparative study between the conventional PID and the auto-tuned PID was discussed. The study took into consideration two criterions to assess the performance of each controller: position tracking error and yawing angle. Leading to the conclusion that the proposed NN-based PID controller attained the best performance with less trajectory tracking error and yawing angle. So the neutral network based PID controller has better performance of underwater spherical robot, especially when the robot swimming in underwater with some disturbances. Future research will involve some more complicated underwater experiments with different frequencies and velocities.
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